**pandas  
1. Why is Python Preferred for Data Analysis?**

**Key Reasons:**

* **Ease of Learning** – Simple syntax makes it beginner-friendly.
* **Versatile Libraries** – Libraries like **Pandas, NumPy, Matplotlib, and Seaborn** streamline data analysis.
* **Community Support** – A large Python community ensures access to resources and troubleshooting.
* **Integration & Automation** – Python integrates easily with databases and supports automation for repetitive tasks.
* **Industry Demand** – Python is widely used, making it a **valuable job skill**.

**Tip:** Be prepared to **explain why you chose Python over other languages** like R or SQL in an interview.

**2. Difference Between List, Tuple, and Dictionary**

* **Lists** – Mutable, ordered collections. Example: my\_list = ["pen", "notebook", "eraser"]
* **Tuples** – Immutable, ordered collections. Example: my\_tuple = ("pen", "notebook", "eraser")
* **Dictionaries** – Key-value pairs for quick lookups. Example: my\_dict = {"pen": "blue", "book": "math"}

**Tip:** Use **tuples** when data should remain constant and **dictionaries** when quick lookups are required.

**3. Handling Missing Values in Pandas**

* **Remove Missing Values**: df.dropna()
* **Fill Missing Values**: df.fillna(value) (e.g., using mean, median, or zero)

**Tip:** Be prepared to **justify why you are dropping or imputing values**—losing too much data can affect analysis.

**4. Lambda Functions in Python**

Lambda functions are **anonymous functions** used for **short-term operations**:

python

CopyEdit

square = lambda x: x \* x

print(square(5)) # Output: 25

Common Use Cases:

* **Sorting**: sorted(data, key=lambda x: x[1])
* **Quick calculations** without defining full functions

**Tip:** Use lambda functions for **simple, single-use operations** to make code cleaner.

**5. List Comprehension**

**Traditional Approach:**

python
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squares = []

for i in range(11):

if i % 2 == 0:

squares.append(i \*\* 2)

**List Comprehension Equivalent:**

python

CopyEdit

squares = [i \*\* 2 for i in range(11) if i % 2 == 0]

**Tip:** Use **list comprehensions** for cleaner, **more readable** code.

**6. Deep vs. Shallow Copy**

* **Shallow Copy (copy.copy())** – Creates a new object but references the same nested data.
* **Deep Copy (copy.deepcopy())** – Creates a completely independent clone of the object.

**Tip:** If modifying nested structures, use **deep copy** to avoid unintended changes.

**7. PEP 8 (Python Coding Standards)**

PEP 8 is **Python's official style guide**, ensuring:

* **Readability** – Indentation (4 spaces), naming conventions (snake\_case for variables).
* **Collaboration** – Consistent formatting across teams.
* **Maintainability** – Clean, structured code is easier to update.

**Tip:** Mention **PEP 8** in an interview to show you follow coding best practices.

**8. Merging DataFrames in Pandas**

python
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merged\_df = pd.merge(df1, df2, on="common\_column", how="inner")

Types of Joins:

* **Inner Join** – Only common data is kept.
* **Outer Join** – All data is kept (fills missing values with NaN).
* **Left/Right Join** – Keeps all data from one dataset while merging the second dataset.

**Tip:** Explain **why you choose a specific join type** based on the dataset.

**9. NumPy vs. Regular Python Lists**

* **NumPy Arrays** are **faster and more memory-efficient** than Python lists.
* **Supports Vectorized Operations** (e.g., numpy\_array \* 2 applies to all elements).

**Tip:** Use **NumPy** for numerical computations instead of regular lists.

**10. Improving Python Performance**

* **Use Efficient Data Structures** (e.g., deque over lists for fast appends).
* **Vectorized Operations** (Use NumPy/Pandas instead of loops).
* **Avoid Global Variables** (Accessing them is slow).
* **Use Built-in Functions** (They are optimized for performance).

**Tip:** If your script is slow, **profile the bottlenecks** using cProfile before optimizing.

**11. GroupBy in Pandas**

Grouping and aggregating data:

python
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df.groupby("Category")["Sales"].sum()

Use cases:

* **Summing Sales by Category**
* **Counting Occurrences by Group**

**Tip:** Use groupby() for **data summarization** and avoid manual loops.

**12. Data Visualization with Matplotlib & Seaborn**

* **Matplotlib** – Low-level, customizable visualization library.
* **Seaborn** – High-level statistical plots built on Matplotlib.

Example:

python
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import seaborn as sns

import matplotlib.pyplot as plt

sns.barplot(x="category", y="sales", data=df)

plt.show()

**Tip:** Use **Seaborn** for visually appealing plots with minimal code.

**13. Preventing Overfitting in Machine Learning**

* **More Data** – Helps models generalize better.
* **Simpler Models** – Reduce complexity (e.g., fewer features).
* **Cross-validation** – Rotates data through training/testing sets.
* **Regularization** – Adds penalty to over-complex models.

**Tip:** Explain overfitting as **memorization instead of learning patterns**.

**14. Data Cleaning Steps in Pandas**

1. **Remove Duplicates**: df.drop\_duplicates()
2. **Handle Missing Values**: df.fillna(value) or df.dropna()
3. **Correct Data Types**: df.astype()
4. **Remove Outliers**: Use **z-score filtering or IQR method**

**Tip:** Discuss **data validation techniques** used in your projects.

**15. Splitting Data into Training & Test Sets**

python
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from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

**Tip:** Mention **stratified sampling** for imbalanced datasets.

**16. SQL in Python (Pandas & SQLite)**

Fetching data from SQL into Pandas:

python
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import sqlite3

import pandas as pd

conn = sqlite3.connect("database.db")

df = pd.read\_sql\_query("SELECT \* FROM sales\_data", conn)

**Tip:** Be ready to discuss **JOINs and aggregate functions** in SQL.

**17. Error Handling in Python (try-except-finally)**

python
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try:

x = 10 / 0 # Will cause an error

except ZeroDivisionError:

print("Cannot divide by zero")

finally:

print("Execution finished")

**Tip:** Always **handle specific exceptions** rather than generic except:.

**Final Takeaway**

This video provides **a solid Python interview prep guide**, covering:  
✅ Core Python concepts  
✅ Pandas for data manipulation  
✅ NumPy for fast computations  
✅ Data visualization techniques  
✅ Machine learning essentials

**Tip:** **Practice coding these topics** and be prepared to **explain your thought process** clearly.  
  
Pandas is a popular **Python software** toolkit for performing high-level data analysis and manipulating the data. Pandas provide data structures and other advanced tools to run complicated data applications, allowing analysts and data engineers to alter time series characteristics, tables, and other factors. The Pandas interview questions revolve around the tool's features, data structures, and functions in Python interviews.

Pandas is a popular Python data munging tool. This data analysis package can handle a wide range of data types. We've compiled a list of the most important **Panda Interview Questions and Answers** in this article.

Panda Interview Questions and Answers2024 (Updated) weblog had been created into the following stages; they are:

* [**Basic**](https://mindmajix.com/pandas-interview-questions#basic)
* [**Advanced**](https://mindmajix.com/pandas-interview-questions#advanced)
* [**FAQ's**](https://mindmajix.com/pandas-interview-questions#faqs)

**Commonly Asked Pandas Interview Questions**

* [**What is the basic use of pandas?**](https://mindmajix.com/pandas-interview-questions#basic-use)
* [**Is Panda a module or library?**](https://mindmajix.com/pandas-interview-questions#module-or-library)
* [**What is the full form of pandas?**](https://mindmajix.com/pandas-interview-questions#full-form)
* [**What type of inputs are accepted by pandas?**](https://mindmajix.com/pandas-interview-questions#inputs-type)
* [**Which are the data structures available with Pandas?**](https://mindmajix.com/pandas-interview-questions#data-structures)

**Basic Pandas Interview Questions and Answers**

**1. Define Python Pandas?**

**Ans:**Pandas refer to a data analysis and manipulation software library built specifically for Python. Wes McKinney designed Pandas, an open-source, cross-platform library. It was first released in 2008, and it included data structures and procedures for manipulating numerical and time-series data. Pandas can be installed with the pip package manager or the Anaconda distribution. Pandas make doing machine learning algorithms on tabular data a breeze.

**2. Mention different types of Data Structures in Panda?**

**Ans: Series** and **DataFrames**are the two types of data structures that the Pandas library supports. Numpy serves as the foundation for both data structures. A DataFrame is a two-dimensional data structure in Pandas, while a Series is a one-dimensional data structure. A panel, a three-dimensional data structure that includes items, a major axis, and a minor axis, is another axis label.

![Data Structures in Panda](data:image/png;base64,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)

**3. What is Python Panda used for?**

**Ans:** Pandas is a data manipulation and analysis software library for the Python programming language. It includes data structures and methods for manipulating numerical tables and time series, in particular. Pandas is open-source software licensed under the BSD three-clause license.

|  |
| --- |
|  |

**4. List out the key features of Panda Library?**

**Ans:** The pandas library has a number of features, some of which are shown here.

* Memory Efficient
* Time Series
* Reshaping
* Data Alignment
* Merge and join

**5. Give a brief description about time series in Panda?**

**Ans:**A time series is an organized collection of data that depicts the evolution of a quantity through time. Pandas have a wide range of capabilities and tools for working with time-series data in all fields.

**Supported by pandas:**

* Analyzing time-series data from a variety of sources and formats
* Create time and date sequences with preset frequencies.
* Date and time manipulation and conversion with timezone information
* A time series is resampled or converted to a specific frequency.
* Calculating dates and times using absolute or relative time increments is one way to

**6. Explain how to create and copy a series in Pandas?**

**Ans:** To copy the series in pandas:  
pandas. series.copy

series.copy (deep=True)

pandas. series. copy. Make a significant copy of everything, including the data and indices. Deep=False copies of neither the indices nor the data. When deep = True, data is transferred, only the connection to the object is emulated recursively, not the actual Python objects.

**7. Characterize the Data Frames in Pandas?**

**Ans:**A DataFrame is a panda-specific lewis structure that functions with a two-dimensional display with tomahawks (rows and columns). A DataFrame is a typical way of storing data that has two separate indices, namely a row index and a column index. It includes the following characteristics:

Columns such as int and bool are heterogeneous.

It's commonly thought of as a term reference for a series structure that includes both rows and columns. If there are columns, it is denoted as "columns," and if there are lines, it is denoted as "index."

**Syntax:** import pandas as pd  
df=pd.Dataframe()

**8. Explain how to create a series from dict in Pandas?**

**Ans:** A Series is a one-dimensional designated array that can hold any form of data (python objects, strings, integers, floating-point numbers, etc.). It's important to understand that, unlike Python lists, a series always contains the same type of data.

Let's look at how to make a Panda Series using the Dictionary.

The Series () method is used without the index parameter.

**9. Explain about the operation on Series in Pandas?**

**Ans:**The Pandas Series is a one-dimensional classified array that may hold any type of data (python objects, strings, integers, floating-point numbers, etc.). The axis identifiers are referred to as an index. The Pandas Series is merely a column in an excel spreadsheet.

**Putting Together a Pandas Series-**

A Pandas Series is built in the real world by loading datasets from existing storage, which can be a SQL database, a CSV file, or an Excel file. Pandas Series can be made from lists, dictionaries, and other things. A series can be developed in a number of ways; here are a few examples: cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval cheval

Creating a series from an array: To construct a series from an array, we must first load a NumPy module and then use its array() functions.

# import pandas as pd  
import pandas as pd  
   
# import numpy as np  
import numpy as np  
   
# simple array  
data = np.array([‘M’,’I’,’N’,’D’,’M’,’A’,’J’,’I’,’X’])  
   
ser = pd.Series(data)  
print(ser)  
   
**Output: MINDMAJIX**

|  |
| --- |
|  |

**10. Explain different ways of creating Data Frames in Panda?**

**Ans:** A data frame can be created in 3 different ways:  
   
**By making use of lists:**  
   
d = [[‘a’, 2], [‘b’, 3], [‘c’, 4]]  
   
**Creating the Pandas Dataframe:**

df = pd.DataFrame (d, columns = [‘Strings’, ‘Integer’])  
print(df)  
   
**By making use of a dictionary of lists:**

All of the arrays in a data frame made from a list's dictionaries must be the same length. If the list is passed, the running time of the list will match the running time of the shows. If no document is specified, the items will be a range (n), where n is the array length, as is conventional.  
   
**By using arrays:**

import pandas as pd  
d = {‘Name’:[‘XYZ, ‘ABC’, ‘DEFC’, ‘ASWE’], ‘marks’:[85, 80, 75, 70]}  
df = pd.DataFrame(d, index =[‘first’, ‘second’, ‘third’, ‘fourth’])  
print(df)

**11. Explain how to create empty DataFrames in Panda?**

**Ans:** To make a Pandas data frame that is fully empty, perform the following:  
   
import pandas as pd   
MyEmptydf ()= pd.DataFrame  
   
This will result in a data frame that has no columns or rows.  
   
We do the following to construct an empty dataframe with three empty columns (columns A, B, and C):  
   
 df= pd.DataFrame(columns=['A', 'B', 'C'])

**12. How will you add a column to the Existing Data Frames in Panda?**

**Ans:** Import pandas as a package, import pandas as pd  
   
# Define a dictionary containing employee data.  
Employee ={ ‘Emp\_name’:{‘Name’: [‘Ravi’, ‘Roshan', ‘Vinod’, ‘Sailu’],  
                    ‘ Emp\_id’: [123, 234, 145, 125],  
                     ‘Emp\_qualification’= [‘Msc’, ‘BA’, ‘MBA’, ‘Msc’]}  
   
# Convert the dictionary into DataFrame  
df = pd.DataFrame(Employee)  
   
# Declare a list that is to be converted into a column  
Emp\_address = [‘Hyderabad’, ‘Delhi’, ‘Lucknow’, ‘Vijayawada’]  
   
# Using ‘Address’ as the column name  
# and equating it to the list  
df[‘Address’] = Emp\_address  
   
# Observe the result  
df  
   
**Output:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Emp\_name** | **Emp\_id** | **Emp\_qualification** | **Emp\_address** |
| 0 | Ravi | 123 | MSC | Hyderabad |
| 1 | Roshan | 234 | BA | Delhi |
| 2 | Vinod | 145 | MBA | Lucknow |
| 3 | Sailu | 125 | MSC | Vijayawada |

**13. Tell us now how to retrieve a single column from a Panda Dataframe?**

Ans: Use the query $django-admin.py to start a Django project, and then use the following queries:

Project  
\_init\_.py  
manage.py  
settings.py  
urls.py

**14. Explain about Categorical Data in Pandas?**

**Ans:**Categorical is a data type in Pandas that corresponds to categorical variables in statistics. A categorical variable has a limited and usually fixed, set of possible values (categories; levels in R). Gender, social class, blood type, national affiliation, observation time, or rating using Likert scales are some examples. All categorical data values are either in categories or np. nan.

**In the following situations, categorical data is useful:**  
   
A string parameter with a small number of distinct values. Transforming a string parameter to a category variable can help you save memory.  
   
A variable's lexical order differs from its analytical order ("one," "two," and "three"). Indexing and min/max will utilize the analytical order rather than the lexical order after transforming to a categorical and providing order on the categories.  
   
To indicate to other Python libraries that this column is a categorical variable (so that appropriate statistical technique or plot types can be used).

**15. Explain about Multi Indexing in pandas?**

**Ans:**Multiple indexing is classified as fundamental indexing because it simplifies information inspection and control, especially when dealing with higher-dimensional data. It also allows us to store and handle data in lower-dimensional data structures like series and dataframes with an unlimited number of measurements.

**Advanced Pandas Interview Questions and Answers**

**16. Explain about Pandas index?**

**Ans:** Indexing in Pandas is the process of extracting specific rows and columns of data from a DataFrame. Indexing could simply be selecting all of the rows and some of the columns, or part of the rows and all of the columns, along with some of each row and column. Indexing is often referred to as subset selection.

Pandas Indexing with [],.loc[],.iloc[], and.ix []  
There are numerous methods for obtaining the objects, elements, items, rows, and columns from a data frame. In Pandas, some indexing methods can be used to retrieve an object/element/item from a data frame. These indexing systems look to be extremely similar. However, they perform significantly differently. The Pandas support four methods of multi-axis indexing, which are as follows:

* **Dataframe. []:** This method is also known as the indexing operator.
* **Dataframe. loc []:**This method is used for labels.
* **Dataframe.iloc[] :** This method is utilized for integer or position based
* **Dataframe. ix[]:**This function is utilized for both integer and label based  
  They are referred to collectively as indexers. All of those are, by far, the most popular methods of indexing data. These four functions assist in retrieving the object/elements/items, rows, and columns from a DataFrame.

|  |
| --- |
| *Also Read:*[***Python Partial Function Using Functools***](https://mindmajix.com/python-partial-function) |

**17. Explain about Reindexing in Pandas?**

**Ans:** The DataFrame is reindexed to adhere to a new index with configurable filling logic. It inserts NA/NaN in the areas where the elements are missing from the previous index. Unless the new index is constructed as equivalent to the present one, in which case the copy value becomes false. It is used to modify the index of the dataframe's rows and columns.

**18. Can you explain multi-indexing columns in Pandas?**

**Ans:** Because it involves data manipulation and analysis, multiple indexing is characterized as vital indexing. This is certainly relevant when operating with hyperdimensional data.  It also allows us to store and modify data in lower-dimensional data structures like  DataFrame and series with an indefinite number of dimensions.  
   
**Multiple Index Columns**  
Two columns will be used as index columns in this case. The drop option is used to remove a column, whereas the append attribute is used to append given columns to an index column that already exists.  
   
**Example:**  
   
# importing pandas library from  
# python  
import pandas as pd  
   
# Creating data  
Information = {'name': ["Saikat", "Shrestha", "Sandi", "Abinash"],  
                  
            'Jobs': ["Software Developer", "System Engineer",  
                        "Footballer", "Singer"],  
                  
            'Annual Salary(L.P.A)': [12.4, 5.6, 9.3, 10]}  
   
# Data Framing the whole data  
df = pd.DataFrame(dict)  
   
# Showing the above data  
print(df)  
   
**Output:**

**![Multi-Indexing Columns in Pandas](data:image/png;base64,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)**

**19. What is meant by set the index in Pandas?**

**Ans:**Python is an excellent language for analyzing data, particularly with its vast ecological community of data-driven Python packages. Pandas is another of those packages, and it makes data import and analysis considerably easier.

Pandas set\_index () is a function for modifiying the index of a data frame from a data frame, series, or list. The index column can also be set while creating a data frame. However, because a data frame might be made up of two or more data frames, the index can be altered later using this method.

**Syntax:**

DataFrame.set\_index(keys, drop=True, append=False,

inplace=False, verify\_integrity=False

**Parameters:**

keys: The name of the column or a list of column names.  
If True, **drop**is a Boolean value that removes the index column.  
If True, the column is **appended**to the existing index column.  
**Inplace**, If True, the changes are made in the data frame.  
If True, **verify\_integrity** will check the new index column for duplicates.

**Example:**

# importing pandas library  
import pandas as pd

# creating and initializing a nested list  
students = [['jack', 34, 'Sydeny', 'Australia',85.96],  
            ['Riti', 30, 'Delhi', 'India',95.20],  
            ['Vansh', 31, 'Delhi', 'India',85.25],  
            ['Nanyu', 32, 'Tokyo', 'Japan',74.21],  
            ['Maychan', 16, 'New York', 'US',99.63],  
            ['Mike', 17, 'las vegas', 'US',47.28]]

# Create a DataFrame object  
df = pd.DataFrame(students,  
                    columns=['Name', 'Age', 'City', 'Country','Agg\_Marks'],  
                        index=['a', 'b', 'c', 'd', 'e', 'f'])

# here we set Float column 'Agg\_Marks' as index of data frame  
# using dataframe.set\_index() function  
df = df.set\_index('Agg\_Marks')

# Displaying the Data frame  
df

![Set the index in Pandas](data:image/png;base64,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)

**20. Explain how to reset the index in pandas?**

**Ans:**Pandas is a one-dimensional ndarray with identifiers on the axes. The identifiers do not have to be distinct, but they must be of the hashable type. The entity allows both label-based and integer indexing, as well as a set of techniques for handling the index.

The pandas function series.reset\_index () creates a reinvigorated series or data frame with the index reset. This is useful when an index must be utilized as a column.

**Syntax:**

reset\_index(level=None, drop=False, inplace=False, col\_level=0, col\_fill='')

**Parameters:**

level: int, str, tuple, or list None(default)  
Only the specified levels should be removed from the index. By default, all levels are removed.

drop: default False, bool  
Inserting indexes into data frame columns is not recommended. This returns the index to its original integer value.

inplace: False by default bool  
Modify the existing DataFrame (do not create a new object).

col\_level: default 0 for int and str  
This determines the level the labels are inserted into if the columns have several levels. It is inserted into the first level by default.

col\_fill: default object  
Evaluate how the other levels are named if the columns have different levels. If there is no value, the index name is replicated.

# Import pandas package  
import pandas as pd  
      
# Define a dictionary containing employee data  
data = {'Name':['Jai', 'Kanth', 'Vinod, 'Seeraj', 'Kokila'],  
        'Age':[27, 26, 23, 30, 25],  
        'Address':['Delhi', 'Gujart', 'Hyderabad', 'Vizag', 'Noida'],  
        'Qualification':['MCA', 'Ms', ‘BA’, 'Phd', 'MS'] }

index = {'a', 'b', 'c', 'd', 'e'}

# Convert the dictionary into DataFrame  
df = pd.DataFrame(data, index)

# Make Own Index as index  
# In this case default index is exist  
df.reset\_index(inplace = True)

df
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**21. Explain about Data operations in Pandas?**

**Ans:** There are several useful data operations for DataFrame in Pandas, which are as follows:

**-> Row and column selection:**

We can retrieve any row and column of the DataFrame by specifying the names of the rows and columns. It is one-dimensional and is regarded as a Series when you select it from the DataFrame.

**-> Filter Data:**

By using some of the boolean logic in DataFrame, you may filter the data.

**-> Null values:**

When no data is being sent to the items, a Null value can appear. There may be no values in the respective columns, which are commonly represented as NaN. Pandas provide several useful functions for identifying, deleting, and changing null values in Data Frames. The following are the functions:

* **isnull():** isnull 's job is to return true if either of the rows have null values.
* **notnull():** It is the inverse of the isnull() function, returning true values for non-null values.
* **dropna():** This function evaluates and removes null values from rows and columns.
* **fillna():** It enables users to substitute other values for the NaN values.
* **replace():**It's a powerful function that can take the role of a regex, dictionary, string,  series,  and more.
* **interpolate():**It's a useful function for filling null values in a series or data frame.

**-> String Operation:**

Pandas provide a set of string functions for working with string data while ignoring missing/NaN values. The .str. option can be used to conduct various string operations. The following are the functions:

* **lower():** Any strings in the  index or series are converted to lowercase letters.
* **upper():** Any strings in the  index or series are converted to uppercase letters.
* **strip():**This method eliminates spacing from every string in the Series/index, along with a new line.
* **split(' '):**It's a method that separates a string according to a pattern.
* **cat(sep=' '):**With a defined separator, it concatenates series/index items.
* **contains(pattern):** If a substring is available in the current element, it returns True; otherwise, it returns False.
* **replace(a,b):** It substitutes the value b for the value a.
* **repeat(value):** Each element is repeated a defined multiple times.
* **count(pattern):**It returns the number of times a pattern appears in each element.
* **startswith(pattern):** If all of the components in the series begin with a pattern, it returns True.
* **endswith(pattern):** If all of the components in the series terminate in a pattern, it returns True.
* **find(pattern):** It can be used to return the pattern's first occurrence.
* **findall(pattern):**It gives you a list of all the times the pattern appears.
* **swapcase:** It is used to switch the lower/upper case.
* **islower():** If all of the characters in the Series/Index string are lowercase, it returns True. Otherwise, False is returned.
* **isupper():** If all of the characters in the Series/Index string are uppercase, it returns True. Otherwise, False is returned.
* **isnumeric():**If all of the characters in the Series/Index string are numeric, it returns True. Otherwise, False is returned.

**-> Count Values:**

Using the 'value counts()' option, this process is used to count the overall possible combinations.

**22. How Can A Dataframe Be Converted To An Excel File?**

**Ans:**Using the to excel () function, we can export the data frame to an excel file. We must mention the target file name to write a single object to an excel file. If we wish to write to many sheets, we must build an ExcelWriter object with the target filename and the sheet in the file that we want to write to.
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**23. How To Format The Data in Your Pandas DataFrame?**

**Ans:**Almost all of the time, you'll want to be ready to execute operations on the absolute measurements in your data frame.

**Replacing All String Occurrences in a DataFrame:**

The Replace() method can be used to easily replace specific strings in your data frame. Simply pass the values you are trying to enhance, accompanied by the values you would like to substitute them with.  
It's worth noting that there's a regex argument that can come in handy when dealing with unusual string combinations. In a nutshell, replace() method is used when you wish to substitute values or strings in your DataFrame with those from elsewhere.

**Removing Parts From Strings in the Cells of Your DataFrame:**

Removing unnecessary strings is a time-consuming task. Fortunately, there is a remedy! You apply the lambda function to each element or element-by-element of the column using map() on the column result. The function takes the string value and removes the + or — on the left, as well as any of the six aAbBcC on the right.

**Splitting Text in a Column into Multiple Rows in a DataFrame:**

It's difficult to divide your text into many rows.

**Applying A Function to Your Pandas DataFrame’s Columns or Rows:**

You might want to use a function to alter the information in the DataFrame. The code pieces illustrate how to implement a method to a DataFrame.
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**24. Explain about Data Aggregation in Pandas?**

**Ans:**To implement any aggregation method across one or more columns, use the Dataframe. aggregate() method. Use strings, callables, dictionaries, or a collection of strings to aggregate. The following are the most common aggregations:

* **Sum:**This method returns the sum of the values for the requested column.
* **Min:**This method returns the minimum value for the requested column.
* **Max:**This method returns the maximum value for the requested column.

**Syntax:** DataFrame.aggregate(func, axis=0, \*args, \*\*kwargs)

**function:**string, callable, list, or dictionary of callables. Use this function to aggregate the data. If a function is handed a data frame, it must either work or be allowed to pass to the data frame. apply. If the variables are DataFrame column names, you can give a dict to a DataFrame.  
the axis (default 0) 1 or 'columns', 0 or 'index' Apply the method to each column with a 0 or index. 1 or 'columns': for each row, apply the function.

Let us see an example for data aggregation:

# importing pandas package  
import pandas as pd

# making data frame from csv file  
df = pd.read\_csv("nba.csv")

# printing the first 10 rows of the dataframe  
df[:10]

|  |
| --- |
| *Explore*[***Python Sample Resumes***](https://mindmajix.com/python-sample-resumes)*! Download & Edit, Get Noticed by Top Employers!* |

**25. What is the use of GroupBy Pandas?**

**Ans:**The data is divided into groups using GroupBy. It organizes the data according to certain parameters. Labels are mapped to group names when using grouping. It has a lot of different versions that can be made using the parameters, and it makes separating data a breeze.

**Syntax:**DataFrame.groupby(by=None, axis=0, level=None, as\_index=True, sort=True, group\_keys=True, squeeze=False, \*\*kwargs)

**26. What is Pandas Numpy?**

**Ans:**Pandas Numpy is an open-source Python package that would be used to work with a huge number of datasets. It includes a robust N-dimensional array object as well as complicated mathematical algorithms for data processing with Python.

Fourier transformations, linear programming, and pseudo-random capabilities are among the prominent features provided by Numpy. It also includes integrated tools for C/C++ and Fortran programming.

**27. What is Vectorization in Python pandas?**

**Ans:**The procedure of executing operations on the full array is known as vectorization. This is intended to limit the number of iterations that the methods do. Pandas have a series of vectorized methods, such as string functions and aggregations, that are optimized for use with series and dataframes. As a result, it is preferable to use vectorized pandas methods to perform the tasks quickly.

**28. How will you combine different Data Frames in Panda?**

**Ans:**Following are the ways to combine different Data Frames in panda:

**-> append() method:**This is used to horizontally stack the dataframes.

**Syntax:**df1.append(df2)

**-> concat() method:** This is used to sequentially stack data frames. This works best because the data frames have the same fields and columns.

**Syntax:**pd.concat([df1, df2])

**-> join() method:**This is used to extract data from different dataframes that have one or more common columns.

**Syntax:**df1.join(df2)

**29. How can you iterate over the Data frame in Pandas?**

**Ans:** Iterating over a DataFrame in pandas for loop can be merged with an iterrows () call.

|  |
| --- |
| *Read Related Article:*[***Python for loop***](https://mindmajix.com/python-for-loop) |

**30. What Method Will You Use To Rename The Index Or Columns Of Pandas Dataframe?**

**Ans:**The .rename method is used to rename DataFrame index values or columns.

**Frequently Asked Pandas Interview Questions**

**1. What is the basic use of pandas?**

**Ans:**Pandas is a popular open-source Python library used for analyzing the data, Machine learning and data science.

**2. Is Panda a module or library?**

**Ans:** Pandas is a programming interface for Python. It offers ready-to-use high-performance data analysis tools and data structures. Pandas is a Python package for analyzing the data and data science that runs on top of NumPy.

**3. What is the full form of pandas?**

**Ans:** The acronym for "Python Data Analysis Library" is "Python Data Analysis Library." The phrase comes from the multiple linear regression term "panel data," which applies to dimensional discrete classes "Pandas," according to the Wikipedia article. However, I feel it is a catchy moniker for a fantastic Python package!

**4. What type of inputs are accepted by pandas?**

**Ans:** Like Series, DataFrame accepts many different kinds of input:

* Dict of 1D ndarrays, lists, dicts, or Series.
* 2-D numpy. ndarray.
* Structured or recorded ndarray.
* A Series.
* Another DataFrame.

**5. Which are the data structures available with Pandas?**

**Ans:** Series and Data Frames are the two basic types of data structures supported by Pandas. Series is a one-dimensional data structure, whereas DataFrames are two-dimensional data structures.

**Conclusion**

Since we've gone over all of the most significant**Panda Interview Questions and Answers**, it's crucial to remember that we should constantly remember these concepts when coding.

**Pandas for Data Analysis Interviews**

**pandas** interview questions commonly asked in data analysis interviews. The instructor walks through various **real-world coding exercises** using a sample dataset containing **countries, capitals, populations, areas, continents, and GDP values**. Below is a structured summary of the key topics covered:

**1. Setting Up the Environment**

* Uses **VS Code**, but mentions alternatives like Jupyter Notebook, PyCharm, Google Colab.
* Ensures compatibility by installing pandas==2.0.3 to match the tutorial version.

**2. Sample Dataset**

* The dataset includes **Country, Capital, Population, Area, Continent, and GDP** in billion dollars.
* The instructor creates a pandas **DataFrame** from this dataset.

**3. Key Pandas Interview Questions & Solutions**

**Q1: Which country has the highest population density?**

* **Formula:** Population Density = Population / Area
* **Solution:**

python

CopyEdit

df['Population Density'] = df['Population'] / df['Area']

highest\_density\_country = df.loc[df['Population Density'].idxmax(), 'Country']

print(highest\_density\_country)

* **Answer:** **USA** (as per sample data).

**Q2: Total GDP of all countries in each continent**

* **Solution:**

python

CopyEdit

gdp\_by\_continent = df.groupby('Continent')['GDP'].sum().sort\_values(ascending=False)

print(gdp\_by\_continent)

* **Answer:** **North America** has the highest total GDP.

**Q3: Countries with GDP greater than the average GDP**

* **Solution:**

python

CopyEdit

avg\_gdp = df['GDP'].mean()

high\_gdp\_countries = df[df['GDP'] > avg\_gdp]['Country']

print(high\_gdp\_countries)

* **Answer:** **Only the USA** (due to a significantly high GDP value in the dataset).

**Q4: Ratio of total area of Europe to Asia**

* **Solution:**

python

CopyEdit

area\_by\_continent = df.groupby('Continent')['Area'].sum()

europe\_to\_asia\_ratio = area\_by\_continent['Europe'] / area\_by\_continent['Asia']

print(round(europe\_to\_asia\_ratio, 2))

* **Answer:** **2.65**

**Q5: If GDP increases by 10%, what is the new global GDP?**

* **Solution:**

python

CopyEdit

df['New GDP'] = df['GDP'] \* 1.1

total\_new\_gdp = df['New GDP'].sum()

print(total\_new\_gdp)

* **Answer:** **The total new GDP is calculated in billion dollars.**

**Q6: Which country has the lowest GDP per capita?**

* **Formula:** GDP per Capita = GDP / Population
* **Solution:**

python

CopyEdit

df['GDP per Capita'] = (df['GDP'] \* 1e9) / df['Population']

lowest\_gdp\_country = df.loc[df['GDP per Capita'].idxmin(), 'Country']

print(lowest\_gdp\_country)

* **Answer:** **Japan** (as per sample data).

**Q7: Percentage of the world’s population represented by each country**

* **Solution:**

python

CopyEdit

total\_population = df['Population'].sum()

df['World Population %'] = (df['Population'] / total\_population) \* 100

print(df[['Country', 'World Population %']])

* **Output:** Percentage distribution of each country’s population.

**Q8: Average area of countries in each continent**

* **Solution:**

python

CopyEdit

avg\_area\_by\_continent = df.groupby('Continent')['Area'].mean()

print(avg\_area\_by\_continent)

* **Output:** The average area of countries for each continent.

**Q9: Countries with population above the 75th percentile**

* **Solution:**

python

CopyEdit

population\_75th\_percentile = df['Population'].quantile(0.75)

high\_population\_countries = df[df['Population'] > population\_75th\_percentile]['Country'].tolist()

print(high\_population\_countries)

* **Answer:** **USA and Japan** (as per the dataset).

**Q10: Which continent has the highest average GDP per capita?**

* **Solution:**

python

CopyEdit

avg\_gdp\_per\_capita\_by\_continent = df.groupby('Continent')['GDP per Capita'].mean()

highest\_gdp\_continent = avg\_gdp\_per\_capita\_by\_continent.idxmax()

print(highest\_gdp\_continent)

* **Answer:** **Oceania** (as per sample data).

**Q11: Correlation between GDP and Population**

* **Solution:**

python

CopyEdit

correlation = df['GDP'].corr(df['Population'])

print(correlation)

* **Answer:** **0.98** (Strong Positive Correlation)

**Key Takeaways from the Video**

* Focused on **pandas functions** relevant to **data analysis interviews**.
* Covered **sorting, grouping, aggregating, filtering, and statistical calculations**.
* **Real-world problem-solving** approach to interpreting data.
* Demonstrated **Python code efficiency** using pandas built-in methods.

This video provides an **excellent practice set for mastering pandas for data analysis interviews** with real coding exercises! 🚀  
###

**Pandas Interview Questions**

Panda is a **FOSS (Free and Open Source Software)** Python library which provides high-performance data manipulation, in Python. It is used in various areas like data science and machine learning.

Pandas is not just a library, it's an essential skill for professionals in various domains, including finance, healthcare, and marketing. This library streamlines data manipulation tasks, offering robust features for data loading, cleaning, transforming, and much more. As a result, understanding Pandas is a key requirement in many data-centric job roles.

This **Panda interview question** for [data science](https://www.geeksforgeeks.org/what-is-data-science) covers **basic and advanced topics**to help you succeed with confidence in your upcoming interviews. We do not just cover theoretical questions, we also provide practical coding questions to test your hands-on skills. This is particularly beneficial for aspiring [Data Scientists](https://www.geeksforgeeks.org/data-scientist-salary-skills-and-job-roles) and [ML](https://www.geeksforgeeks.org/machine-learning)professionals who wish to demonstrate their proficiency in real-world problem-solving.

So, whether you are starting your journey in Python programming or looking to brush up on your skills, "**This Panda Interview Questions**" is your essential resource for acing those technical interviews.

**Pandas Interview Questions for Freshers**

**Q1. What are Pandas?**

[Pandas](https://www.geeksforgeeks.org/pandas-tutorial) is an open-source Python library that is built on top of the NumPy library. It is made for working with relational or labelled data. It provides various data structures for manipulating, cleaning and analyzing numerical data. It can easily handle missing data as well. Pandas are fast and have high performance and productivity.

**Q2. What are the Different Types of Data Structures in Pandas?**

The two data structures that are supported by Pandas are **Series** and **DataFrames**.

* **Pandas** [Series](https://www.geeksforgeeks.org/python-pandas-series) is a one-dimensional labelled array that can hold data of any type. It is mostly used to represent a single column or row of data.
* **Pandas**[DataFrame](https://www.geeksforgeeks.org/python-pandas-dataframe) is a two-dimensional heterogeneous data structure. It stores data in a tabular form. Its three main components are **data, rows,** and **columns**.

**Q3. List Key Features of Pandas.**

Pandas are used for efficient data analysis. The key features of Pandas are as follows:

* Fast and efficient data manipulation and analysis
* Provides time-series functionality
* Easy missing data handling
* Faster data merging and joining
* Flexible reshaping and pivoting of data sets
* Powerful group by functionality
* Data from different file objects can be loaded
* Integrates with NumPy

**Q4. What is Series in Pandas?**

Ans: A Series in Pandas is a one-dimensional labelled array. Its columns are like an Excel sheet that can hold any type of data, which can be, an integer, string, or Python objects, etc. Its axis labels are known as the **index**. Series contains homogeneous data and its values can be changed but the size of the series is immutable. A series can be created from a Python tuple, list and dictionary. The syntax for creating a series is as follows:

import pandas as pd  
series = pd.Series(data)

**Q5. What are the Different Ways to Create a Series?**

Ans: In Pandas, a series can be created in many ways. They are as follows:

**Creating an Empty Series**

An empty series can be created by just calling the **pandas.Series()** constructor.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# Creating empty series*

print(pd.Series())

**Output:**

Series([], dtype: float64)

**Creating a Series from an Array**

In order to create a series from the NumPy array, we have to import the NumPy module and have to use the **array()** function.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# simple array*

data = np.array(['g', 'e', 'e', 'k', 's'])

*# convert array to Series*

print(pd.Series(data))

**Output:**

0 g  
1 e  
2 e  
3 k  
4 s  
dtype: object

**Creating a Series from an Array with a custom Index**

In order to create a series by explicitly proving the index instead of the default, we have to provide a list of elements to the index parameter with the same number of elements as it is an array.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# simple array*

data = np.array(['g', 'e', 'e', 'k', 's'])

*# providing an index*

ser = pd.Series(data, index=[10, 11, 12, 13, 14])

print(ser)

**Output:**

10 g  
11 e  
12 e  
13 k  
14 s  
dtype: object

**Creating a Series from a List**

We can create a series using a Python list and pass it to the Series() constructor.

*# import pandas*

**import** **pandas** **as** **pd**

*# a simple list*

list = ['g', 'e', 'e', 'k', 's']

*# create series form a list*

print(pd.Series(list))

**Output:**

0 g  
1 e  
2 e  
3 k  
4 s  
dtype: object

**Creating a Series from Dictionary**

A Series can also be created from a Python dictionary. The keys of the dictionary as used to construct indexes of the series.

*# import pandas*

**import** **pandas** **as** **pd**

*# a simple dictionary*

dict = {'Geeks': 10,

'for': 20,

'geeks': 30}

*# create series from dictionary*

print(pd.Series(dict))

**Output:**

Geeks 10  
for 20  
geeks 30  
dtype: int64

**Creating a Series from Scalar Value**

To create a series from a Scalar value, we must provide an index. The Series constructor will take two arguments, one will be the scalar value and the other will be a list of indexes. The value will repeat until all the index values are filled.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# giving a scalar value with index*

ser = pd.Series(10, index=[0, 1, 2, 3, 4, 5])

print(ser)

**Output:**

0 10  
1 10  
2 10  
3 10  
4 10  
5 10  
dtype: int64

**Creating a Series using NumPy Functions**

The Numpy module's functions, such as **numpy.linspace()**, and **numpy.random.randn()** can also be used to create a Pandas series.

*# import pandas and numpy*

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

*# series with numpy linspace()*

ser1 = pd.Series(np.linspace(3, 33, 3))

print(ser1)

*# series with numpy linspace()*

ser2 = pd.Series(np.random.randn(3))

print("**\n**", ser2)

**Output:**

0 3.0  
1 18.0  
2 33.0  
dtype: float64  
 0 0.694519  
1 0.782243  
2 0.082820  
dtype: float64

**Creating a Series using the Range Function**

We can also create a series in Python by using the range function.

*# import pandas*

**import** **pandas** **as** **pd**

print(pd.Series(range(5)))

**Output:**

0 0  
1 1  
2 2  
3 3  
4 4  
dtype: int64

**Creating a Series using List Comprehension**

Here, we will use the Python list comprehension technique to create a series in Pandas. We will use the range function to define the values and a for loop for indexes.

*# import pandas*

**import** **pandas** **as** **pd**

ser = pd.Series(range(1, 20, 3),

index=[x **for** x **in** 'abcdefg'])

print(ser)

**Output:**

a 1  
b 4  
c 7  
d 10  
e 13  
f 16  
g 19  
dtype: int64

**Q6. How can we Create a Copy of the Series?**

Ans: In Pandas, there are two ways to create a copy of the Series. They are as follows:

**Shallow Copy**is a copy of the series object where the indices and the data of the original object are not copied. It only copies the references to the indices and data. This means any changes made to a series will be reflected in the other. A shallow copy of the series can be created by writing the following syntax:

ser.copy(deep=False)

**Deep Copy**is a copy of the series object where it has its own indices and data. This means nay changes made to a copy of the object will not be reflected tot he original series object. A deep copy of the series can be created by writing the following syntax:

ser.copy(deep=True)

The default value of the deep parameter of the copy() function is set to True.

**Q7. What is a DataFrame in Pandas?**

Ans: A DataFrame in Panda is a data structure used to store the data in tabular form, that is in the form of rows and columns. It is two-dimensional, size-mutable, and heterogeneous in nature. The main components of a dataframe are data, rows, and columns. A dataframe can be created by loading the dataset from existing storage, such as SQL database, CSV file, Excel file, etc. The syntax for creating a dataframe is as follows:

import pandas as pd  
dataframe = pd.DataFrame(data)

**Q8. What are the Different ways to Create a DataFrame in Pandas?**

Ans: In Pandas, a dataframe can be created in many ways. They are as follows:

**Creating an Empty DataFrame**

An empty dataframe can be created by just calling the **pandas.DataFrame()** constructor.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# Calling DataFrame constructor*

print(pd.DataFrame())

**Output:**

Empty DataFrame  
Columns: []  
Index: []

**Creating a DataFrame using a List**

In order to create a DataFrame from a Python list, just pass the list to the DataFrame() constructor.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# list of strings*

lst = ['Geeks', 'For', 'Geeks', 'is',

'portal', 'for', 'Geeks']

*# Calling DataFrame constructor on list*

print(pd.DataFrame(lst))

**Output:**

0  
0 Geeks  
1 For  
2 Geeks  
3 is  
4 portal  
5 for  
6 Geeks

**Creating a DataFrame using a List of Lists**

A DataFrame can be created from a Python list of lists and passed the main list to the DataFrame() constructor along with the column names.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# list of strings*

lst = [[1, 'Geeks'], [2, 'For'], [3, 'Geeks']]

*# Calling DataFrame constructor*

*# on list with column names*

print(pd.DataFrame(lst, columns=['Id', 'Data']))

**Output:**

Id Data  
0 1 Geeks  
1 2 For  
2 3 Geeks

**Creating a DataFrame using a Dictionary**

A DataFrame can be created from a Python dictionary and passed to the DataFrame() constructor. The Keys of the dictionary will be the column names and the values of the dictionary are the data of the DataFrame.

**import** **pandas** **as** **pd**

*# initialise data of lists.*

data = {'Name':['Tom', 'nick', 'krish', 'jack'], 'Age':[20, 21, 19, 18]}

*# Print the dataframe created*

print(pd.DataFrame(data))

**Output:**

Name Age  
0 Tom 20  
1 nick 21  
2 krish 19  
3 jack 18

**Creating a DataFrame using a List of Dictionaries**

Another way to create a DataFrame is by using Python list of dictionaries. The list is passed to the DataFrame() constructor. The Keys of each dictionary element will be the column names.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# list of strings*

lst = [{1: 'Geeks', 2: 'For', 3: 'Geeks'},

{1: 'Portal', 2: 'for', 3: 'Geeks'}]

*# Calling DataFrame constructor on list*

print(pd.DataFrame(lst))

**Output:**

1 2 3  
0 Geeks For Geeks  
1 Portal for Geeks

**Creating a DataFrame from Pandas Series**

A DataFrame in Pandas can also be created by using the Pandas series.

*# import pandas as pd*

**import** **pandas** **as** **pd**

*# list of strings*

lst = pd.Series(['Geeks', 'For', 'Geeks'])

*# Calling DataFrame constructor on list*

print(pd.DataFrame(lst))

**Output:**

0  
0 Geeks  
1 For  
2 Geeks

**Q9. How to Read Data into a DataFrame from a CSV file?**

Ans: We can create a data frame from a CSV file - "Comma Separated Values". This can be done by using the **[read\_csv()](https://www.geeksforgeeks.org/python-read-csv-using-pandas-read_csv)** method which takes the csv file as the parameter.

pandas.read\_csv(file\_name)

Another way to do this is by using the **[read\_table()](https://www.geeksforgeeks.org/pandas-read_table-function)** method which takes the CSV file and a delimiter value as the parameter.

pandas.read\_table(file\_name, deliniter)

**Q10. How to access the first few rows of a dataframe?**

Ans: The first few records of a dataframe can be accessed by using the pandas **head()** method. It takes one optional argument **n**, which is the number of rows. By default, it returns the first 5 rows of the dataframe. The head() method has the following syntax:

df.head(n)

Another way to do it is by using **iloc()** method. It is similar to the Python list-slicing technique. It has the following syntax:

df.iloc[:n]

**Q11. What is Reindexing in Pandas?**

Ans: Reindexing in Pandas as the name suggests means changing the index of the rows and columns of a dataframe. It can be done by using the Pandas **reindex()** method. In case of missing values or new values that are not present in the dataframe, the reindex() method assigns it as NaN.

df.reindex(new\_index)

**Q12. How to Select a Single Column of a DataFrame?**

Ans: There are many ways to [Select a single column](https://www.geeksforgeeks.org/how-to-select-single-column-of-a-pandas-dataframe) of a dataframe. They are as follows:

By using the **Dot operator**, we can access any column of a dataframe.

Dataframe.column\_name

Another way to select a column is by using the **square brackets** [].

DataFrame[column\_name]

**Q13. How to Rename a Column in a DataFrame?**

Ans: A column of the dataframe can be renamed by using the [**rename()**](https://www.geeksforgeeks.org/python-pandas-dataframe-rename) function. We can rename a single as well as multiple columns at the same time using this method.

DataFrame.rename(columns={'column1': 'COLUMN\_1', 'column2':'COLUMN\_2'}, inplace=True)

Another way is by using the **[set\_axis()](https://www.geeksforgeeks.org/python-pandas-series-set_axis)** function which takes the new column name and axis to be replaced with the new name.

DataFrame.set\_axis(labels=['COLUMN\_1','COLUMN\_2'], axis=1, inplace=True)

In case we want to add a prefix or suffix to the column names, we can use the **[add\_prefix()](https://www.geeksforgeeks.org/python-pandas-dataframe-add_prefix)** or **[add\_suffix()](https://www.geeksforgeeks.org/python-pandas-dataframe-add_suffix)** methods.

DataFrame.add\_prefix(prefix='PREFIX\_')  
DataFrame.add\_suffix(suffix='\_suffix')

**Q14. How to add an Index, Row, or Column to an Existing Dataframe?**

**Ans: Adding Index**

We can add an index to an existing dataframe by using the Pandas **set\_index()** method which is used to set a list, series, or dataframe as the index of a dataframe. The set\_index() method has the following syntax:

df.set\_index(keys, drop=True, append=False, inplace=False, verify\_integrity=False)

**Adding Rows**

The **df.loc[]**is used to access a group of rows or columns and can be used to add a row to a dataframe.

DataFrame.loc[Row\_Index]=new\_row

We can also add multiple rows in a dataframe by using **pandas.concat()** function which takes a list of dataframes to be added together.

pandas.concat([Dataframe1,Dataframe2])

**Adding Columns**

We can add a column to an existing dataframe by just declaring the column name and the list or dictionary of values.

DataFrame[data] = list\_of\_values

Another way to add a column is by using **[df.insert()](https://www.geeksforgeeks.org/python-pandas-dataframe-insert)** method which take a value where the column should be added, column name and the value of the column as parameters.

DataFrameName.insert(col\_index, col\_name, value)

We can also add a column to a dataframe by using **[df.assign()](https://www.geeksforgeeks.org/python-pandas-dataframe-assign)** function

DataFrame.assign(\*\*kwargs)

**Q15. How to Delete an Index, Row, or Column from an Existing DataFrame?**

Ans: We can delete a row or a column from a dataframe by using  df.drop()method. and provide the row or column name as the parameter.

**To delete a column**

DataFrame.drop(['Column\_Name'], axis=1)

**To delete a row**

DataFrame.drop([Row\_Index\_Number], axis=0)

**Q16. How to set the Index in a Panda dataFrame?**

Ans: We can set the index to a Pandas dataframe by using the set.indexmethod, which is used to set a list, series, or dataframe as the index of a dataframe.

DataFrame.set\_index('Column\_Name')

**Q17. How to Reset the Index of a DataFrame?**

Ans: The index of Pandas dataframes can be reset by using the  reset index method. It can be used to simply reset the index to the default integer index beginning at 0.

DataFrame.reset\_index(inplace = True)

**Q18. How to Find the Correlation Using Pandas?**

Ans: Pandas  dataframe()method is used to find the correlation of all the columns of a dataframe. It automatically ignores any missing or non-numerical values.

DataFrame.corr()

**Q19. How to Iterate over Dataframe in Pandas?**

Ans: There are various ways to  iterate the rows and columns of a dataframe.

**Iteration over Rows**

In order to iterate over rows, we apply a **iterrows()** function this function returns each index value along with a series containing the data in each row. Another way to iterate over rows is by using **iteritems()** method, which iterates over each column as key-value pairs. We can also use **itertuples()** function which returns a tuple for each row in the DataFrame.The first element of the tuple will be the row’s corresponding index value, while the remaining values are the row values.

**Iteration over Columns**

To iterate columns of a dataframe, we just need to create a list of dataframe columns by using the list constructor and passing the dataframe to it.

**Q20. What are the Important Conditions to keep in mind before Iterating?**

Ans: Iterating is not the best option when it comes to Pandas Dataframe. Pandas provides a lot of functions using which we can perform certain operations instead of iterating through the dataframe. While iterating a dataframe, we need to keep in mind the following things:

* While printing the data frame, instead of iterating, we can use DataFrame.to\_string() methods which will display the data in tabular form.
* If we are concerned about time performance, iteration is not a good option. Instead, we should choose vectorization as pandas have a number of highly optimized and efficient built-in methods.
* We should use the apply() method instead of iteration when there is an operation to be applied to a few rows and not the whole database.

**Pandas Interview Questions for Experienced**

**Q21. What is Categorical Data and How it is represented in Pandas?**

Ans: Categorical data is a set of predefined data values under some categories. It usually has a limited and fixed range of possible values and can be either numerical or textual in nature. A few examples of categorical data are gender, educational qualifications, blood type, country affiliation, observation time, etc. In Pandas categorical data is often represented by Object datatype.

**Q22. How can a DataFrame be Converted to an Excel File?**

Ans: A Pandas dataframe can be converted to an Excel file by using the [to\_excel()](https://www.geeksforgeeks.org/dataframe-to_excel-method-in-pandas) function which takes the file name as the parameter. We can also specify the sheet name in this function.

DataFrame.to\_excel(file\_name)

**Q23. What is Multi-Indexing in Pandas?**

Ans: Multi-indexing refers to selecting two or more rows or columns in the index. It is a multi-level or hierarchical object for pandas object and deals with data analysis and works with higher dimensional data. Multi-indexing in Pandas can be achieved by using a number of functions, such as **MultiIndex.from\_arrays,** **MultiIndex.from\_tuples,** **MultiIndex.from\_product,** **MultiIndex.from\_frame**,etc which helps us to create multiple indexes from arrays, tuples, dataframes, etc.

**Q24. How to select Specific Data-types to Include or Exclude in the DataFrame?**

Ans: The Pandas [select\_dtypes()](https://www.geeksforgeeks.org/select-columns-with-specific-data-types-in-pandas-dataframe) method is used to include or exclude a specific type of data in the dataframe. The datatypes to include or exclude are specified to it as a list or parameters to the function. It has the following syntax:

DataFrame.select\_dtypes(include=['object','float'], exclude =['int'])

**Q25. How to Convert a DataFrame into a Numpy Array?**

Ans: Pandas Numpy is an inbuilt Python package that is used to perform large numerical computations. It is used for processing multidimensional array elements to perform complicated mathematical operations.

The pandas dataframe can be converted to a NumPy array by using the [to\_numpy()](https://www.geeksforgeeks.org/pandas-dataframe-to_numpy-convert-dataframe-to-numpy-array) method. We can also provide the datatype as an optional argument.

Dataframe.to\_numpy()

We can also use .values to convert dataframe values to NumPy array

df.values

**Q26. How to Split a DataFrame according to a Boolean Criterion?**

Ans: Boolean masking is a technique that can be used in Pandas to split a DataFrame depending on a boolean criterion. You may divide different regions of the DataFrame and filter rows depending on a certain criterion using boolean masking.

# Define the condition  
condition = DataFrame['col\_name'] < VALUE   
# DataFrame with rows where the condition is True  
DataFrame1 = DataFrame[condition]   
# DataFrame with rows where the condition is False  
DataFrame1 = DataFrame[~condition]

**Q27. What is Time Series in Pandas?**

Ans: Time series is a collection of data points with timestamps. It depicts the evolution of quantity over time. Pandas provide various functions to handle time series data efficiently. It is used to work with data timestamps, resampling time series for different time periods, working with missing data, slicing the data using timestamps, etc.

| **Pandas Built-in Function** | **Operation** |
| --- | --- |
| pandas.to\_datetime(DataFrame['Date']) | Convert 'Date' column of DataFrame to datetime dtype |
| DataFrame.set\_index('Date', inplace=True) | Set 'Date' as the index |
| DataFrame.resample('H').sum() | Resample time series to a different frequency (e.g., Hourly, daily, weekly, monthly etc) |
| DataFrame.interpolate() | Fill missing values using linear interpolation |
| DataFrame.loc[start\_date:end\_date] | Slice the data based on timestamps |

**Q28. What is Time Delta in Pandas?**

Ans: The time delta is the difference in dates and time. Similar to the [timedelta()](https://www.geeksforgeeks.org/python-datetime-timedelta-function) object in the datetime module, a Timedelta in Pandas indicates the duration or difference in time. For addressing time durations or time variations in a DataFrame or Series, Pandas has a dedicated data type.

The time delta object can be created by using the **timedelta**() method and providing the number of weeks, days, seconds, milliseconds, etc as the parameter.

Duration = pandas.Timedelta(days=7, hours=4, minutes=30, seconds=23)

With the help of the Timedelta data type, you can easily perform arithmetic operations, comparisons, and other time-related manipulations. In terms of different units, such as days, hours, minutes, seconds, milliseconds, and microseconds, it can give durations.

Duration + pandas.Timedelta('2 days 6 hours')

**Q29. What is Data Aggregation in Pandas?**

Ans: In Pandas, data aggregation refers to the act of summarizing or decreasing data in order to produce a consolidated view or summary statistics of one or more columns in a dataset. In order to calculate statistical measures like sum, mean, minimum, maximum, count, etc., aggregation functions must be applied to groups or subsets of data.

The **agg()** function in Pandas is frequently used to aggregate data. Applying one or more aggregation functions to one or more columns in a DataFrame or Series is possible using this approach. Pandas' built-in functions or specially created user-defined functions can be used as aggregation functions.

DataFrame.agg({'Col\_name1': ['sum', 'min', 'max'], 'Col\_name2': 'count'})

**Q30. Difference between merge() and concat()**

Ans: The following table shows the difference between merge() and concat():

| **.merge()** | **concat()** |
| --- | --- |
| It is used to join exactly 2 dataframes based on a common column or index | It is used to join 2 or more dataframes along a particular axis i.e rows or columns |
| Perform different types of joins such as inner join, outer join, left join, and right join. | Performs concatenation by appending the dataframes one below the other (along the rows) or side by side (along the columns). |
| Join types and column names have to be specified. | By default, performs row-wise concatenation (i.e. axis=0). To perform column-wise concatenation (i.e. axis=1) |
| Multiple columns can be merged if needed | Does not perform any sort of matching or joining based on column values |
| Used when we want to combine data based on a shared column or index. | Commonly used when you want to combine dataframes vertically or horizontally without any matching criteria. |

**Q31. Difference between map(), applymap(), and apply()**

Ans: The map(), applymap(), and apply() methods are used in pandas for applying functions or transformations to elements in a DataFrame or Series. The following table shows the difference between map(), applymap() and apply():

| **map()** | **applymap()** | **apply()** |
| --- | --- | --- |
| Defined only in Series | Defined only in Dataframe | Defined in both Series and DataFrame |
| Used to apply a function or a dictionary to each element of the Series. | Used to apply a function to each element of the DataFrame. | Used to apply a function along a specific axis of the DataFrame or Series. |
| Series.map() works element-wise and can be used to perform element-wise transformations or mappings. | DataFrame.applymap() works element-wise, applying the provided function to each element in the DataFrame. | DataFrame.apply() works on either entire rows or columns element-wise of a Dataframe or Series |
| Used when we want to apply a simple transformation or mapping operation to each element of a series | Used when we want to apply a function to each individual element of a Dataframe | Used when we want to apply a function that aggregates or transforms data across rows or columns. |

**Q32. Difference between pivot\_table() and groupby()**

Ans: Both pivot\_table() and groupby() are powerful methods in pandas used for aggregating and summarizing data. The following table shows the difference between pivot\_table() and groupby():

| **pivot\_table()** | **groupby()** |
| --- | --- |
| It summarizes and aggregates data in a tabular format | It performs aggregation on grouped data of one or more columns |
| Used to transform data by reshaping it based on column values. | Used to group data based on categorical variables then we can apply various aggregation functions to the grouped data. |
| It can handle multiple levels of grouping and aggregation, providing flexibility in summarizing data. | It performs grouping based on column values and creates a GroupBy object then aggregation functions, such as sum, mean, count, etc., can be applied to the grouped data. |
| It is used when we want to compare the data across multiple dimensions | It is used to summarize data within groups |

**Q33. How can we use Pivot and Melt Data in Pandas?**

Ans: We can pivot the dataframe in Pandas by using th**e** [pivot\_table()](https://www.geeksforgeeks.org/python-pandas-pivot_table) method. To unpivot the dataframe to its original form we can melt the dataframe by using the [melt()](https://www.geeksforgeeks.org/python-pandas-melt) method.

**Q34. How to convert a String to Datetime in Pandas?**

Ans: A Python string can be converted to a DateTime object by using the [to\_datetime()](https://www.geeksforgeeks.org/python-pandas-to_datetime) function or **[strptime()](https://www.geeksforgeeks.org/python-datetime-strptime-function)** method of datetime. It returns a DateTime object corresponding to date\_string, parsed according to the format string given by the user.

Using Pandas.to\_datetime()

**import** **pandas** **as** **pd**

*# Convert a string to a datetime object*

date\_string = '2023-07-17'

dateTime = pd.to\_datetime(date\_string)

print(dateTime)

**Output**:

2023-07-17 00:00:00

Using datetime.strptime

**from** **datetime** **import** datetime

*# Convert a string to a datetime object*

date\_string = '2023-07-17'

dateTime = datetime.strptime(date\_string, '%Y-%m-**%d**')

print(dateTime)

**Output**:

2023-07-17 00:00:00

**Q35. What is the Significance of Pandas Described Command?**

Ans: Pandas [describe()](https://www.geeksforgeeks.org/python-pandas-dataframe-describe-method) is used to view some basic statistical details of a data frame or a series of numeric values. It can give a different output when it is applied to a series of strings. It can get details like percentile, mean, standard deviation, etc.

DataFrame.describe()

**Q36. How to Compute Mean, Median, Mode, Variance, Standard Deviation, and Various Quantile Ranges in Pandas?**

Ans: The mean, median, mode, Variance, Standard Deviation, and Quantile range can be computed using the following commands in Python.

* DataFrame.mean(): To calculate the mean
* DataFrame.median(): To calculate median
* DataFrame.mode(): To calculate the mode
* DataFrame.var(): To calculate variance
* DataFrame.std(): To calculate the standard deviation
* DataFrame.quantile(): To calculate quantile range, with range value as a parameter

**Q37. How to make Label Encoding using Pandas?**

Ans: Label encoding is used to convert categorical data into numerical data so that a machine-learning model can fit it. To apply label encoding using pandas we can use the  pandas .Categorical().codes or  pandas.factorize() method to replace the categorical values with numerical values.

**Q38. How to make Onehot Encoding using Pandas?**

Ans: One-hot encoding is a technique for representing categorical data as numerical values in a machine-learning model. It works by creating a separate binary variable for each category in the data. The value of the binary variable is 1 if the observation belongs to that category and 0 otherwise. It can improve the performance of the model. To apply one hot encoding, we greater a dummy column for our dataframe by using [get\_dummies()](https://www.geeksforgeeks.org/ml-one-hot-encoding-of-datasets-in-python) method.

**Q39. How to make a Boxplot using Pandas?**

Ans: A Boxplot is a visual representation of grouped data. It is used for detecting outliers in the data set. We can create a boxplot using the Pandas dataframe by using the [boxplot()](https://www.geeksforgeeks.org/box-plot-visualization-with-pandas-and-seaborn) method and providing the parameter based on which we want the boxplot to be created.

DataFrame.boxplot(column='Col\_Name', grid=False)

**Q40. How to make a Distribution Plot using Pandas?**

Ans: A distribution plot is a graphical representation of the distribution of data. It is a type of histogram that shows the frequency of each value in a dataset. To create a distribution plot using Pandas, you can use the plot.hist() method. This method takes a DataFrame as input and creates a histogram for each column in the DataFrame.

DataFrame['Numerical\_Col\_Name'].plot.hist()

**Pandas Interview Questions for Data Scientists**

**Q41. How to Sort a Dataframe?**

Ans: A dataframe in pandas can be sorted in ascending or descending order according to a particular column. We can do so by using the **[sort\_values()](https://www.geeksforgeeks.org/python-pandas-dataframe-sort_values-set-1)** method. and providing the column name according to which we want to sort the dataframe. we can also sort it by multiple columns. To sort it in descending order, we pass an additional parameter 'ascending' and set it to False.

DataFrame.sort\_values(by='Age',ascending=True)

**Q42. How to Check and Remove Duplicate Values in Pandas.**

Ans: In pandas, duplicate values can be checked by using the [duplicated()](https://www.geeksforgeeks.org/python-pandas-dataframe-duplicated) method.

DataFrame.duplicated()

To remove the duplicated values we can use the [drop\_duplicates()](https://www.geeksforgeeks.org/python-pandas-dataframe-drop_duplicates) method.

DataFrame.drop\_duplicates()

**Q43. How to Create a New Column Based on Existing Columns?**

Ans: We can create a column from an existing column in a DataFrame by using the [df.apply()](https://www.geeksforgeeks.org/python-pandas-apply) and [df.map()](https://www.geeksforgeeks.org/python-pandas-map) functions

**Q44. How to Handle Missing Data in Pandas?**

Ans: Generally dataset has some missing values, and it can happen for a variety of reasons, such as data collection issues, data entry errors, or data not being available for certain observations. This can cause a big problem. To handle these missing values Pandas provides various functions. These functions are used for detecting, removing, and replacing null values in Pandas DataFrame:

* isnull()**:** It returns True for NaN values or null values and False for present values
* notnull(): It returns False for NaN values and True for present values
* dropna()**:** It analyzes and drops Rows/Columns with Null values
* fillna()**:** It let the user replace NaN values with some value of their own
* replacena()**:** It is used to replace a string, regex, list, dictionary, series, number, etc.
* interpolate: It fills NA values in the dataframe or series.

**Q45. What is groupby() Function in Pandas?**

Ans: The [groupby()](https://www.geeksforgeeks.org/python-pandas-dataframe-groupby) function is used to group or aggregate the data according to a category. It makes the task of splitting the Dataframe over some criteria really easy and efficient. It has the following syntax:

DataFrame.groupby(by=['Col\_name'])

**Q46. What are loc and iloc methods in Pandas?**

Ans: Pandas Subset Selection is also known as Pandas Indexing. It means selecting a particular row or column from a dataframe. We can also select a number of rows or columns as well. Pandas support the following types of indexing:

* **Dataframe.[ ]:** This function is also known as the indexing operator
* **Dataframe.loc[ ]:** This function is used for label-based indexing.
* **Dataframe.iloc[ ]:** This function is used for positions or integer-based indexing.

**Q47. How to Merge Two DataFrames?**

Ans: In pandas, we can combine two dataframes using the [pandas.merge()](https://www.geeksforgeeks.org/how-to-join-pandas-dataframes-using-merge) method which takes 2 dataframes as the parameters.

**import** **pandas** **as** **pd**

*# Create two DataFrames*

df1 = pd.DataFrame({'A': [1, 2, 3],

'B': [4, 5, 6]},

index=[10, 20, 30])

df2 = pd.DataFrame({'C': [7, 8, 9],

'D': [10, 11, 12]},

index=[20, 30, 40])

*# Merge both dataframe*

result = pd.merge(df1, df2, left\_index=**True**, right\_index=**True**)

print(result)

**Output**:

A B C D  
20 2 5 7 10  
30 3 6 8 11

**Q48. Difference between iloc() and loc()**

Ans: The iloc() and loc() functions of pandas are used for accessing data from a DataFrame.The following table shows the difference between iloc() and loc():

| **iloc()** | **loc()** |
| --- | --- |
| It is an indexed-based selection method | It is labelled based selection method |
| It allows you to access rows and columns of a DataFrame by their integer positions | It allows you to access rows and columns of a DataFrame using their labels or names. |
| The indexing starts from 0 for both rows and columns. | The indexing can be based on row labels, column labels, or a combination of both. |
| Used for integer-based slicing, which can be single integers, lists or arrays of integers for specific rows or columns. | Used for label-based slicing, the labels can be single labels, lists or arrays of labels for specific rows or columns |
| **Syntax:**  DataFrame.iloc[row\_index, column\_index] | **Syntax**:  DataFrame.loc[row\_label, column\_label] |

**Q49. Difference between join() and merge()**

Ans: Both join() and merge() functions in pandas are used to combine data from multiple DataFrames. The following table shows the difference between join and merge():

| **join()** | **merge()** |
| --- | --- |
| Combines dataframes on their indexes | Combines dataframes by specifying the columns as a merge key |
| Joining is performed on the DataFrame's index and not on any specified columns. | Joining is performed based on the values in the specified columns or indexes. |
| Does not support merging based on column values or multiple columns. | Supports merging based on one or more columns or indexes, allowing for more flexibility in combining DataFrames. |

**Q50. Difference between the interpolate() and fillna()**

Ans: The interpolate() and fillna() methods in pandas are used to handle missing or NaN (Not a Number) values in a DataFrame or Series. The following table shows the difference between interpolate() and fillna():

| **interpolate()** | **fillna()** |
| --- | --- |
| Fill in the missing values based on the interpolation or estimate values based on the existing data. | Fill missing values with specified values that can be based on some strategies. |
| Performs interpolation based on various methods such as linear interpolation, polynomial interpolation, and time-based interpolation. | Replaces NaN values with a constant like zero, mean, median, mode, or any other custom value computed from the existing data. |
| Applied to both numerical and DateTime data when dealing with time series data or when there is a logical relationship between the missing values and the existing data. | Can be applied to both numerical and categorical data. |

**Conclusion**

In conclusion, our *Pandas Interview Questions and answers* article serves as a comprehensive guide for anyone aspiring to make a mark in the Data Science and ML profession. With a wide range of questions from basic to advanced, including practical coding questions, we've covered all the bases to ensure you're well-prepared for your interviews.

Remember, the key to acing an interview is not just knowing the answers, but understanding the concepts behind them. We hope this article has been helpful in your preparation and wish you all the best in your journey.

**Pandas Interview Questions - FAQs**

**1. Which three 3 main objects does pandas have?**

*The Three fundamental objects around which the whole pandas function revolves around are Series, DataFrame , and Index.*

**2. Why does everyone use pandas?**

*Pandas allow wide range of data manipulation operations such as merging, reshaping, selecting, as well as data cleaning, and data wrangling features. Apart from that, Pandas is very compatible with file-handling operation such as importing data from various file formats such as comma-separated values, JSON, Parquet, SQL database tables or queries, and Microsoft Excel.*

**3. What is all () in pandas?**

*DataFrame.all() method checks whether all elements are True, potentially over an axis. It returns True if all elements within a series or along a Dataframe axis are non-zero, not-empty or not-False.*

**Python for machine learning - pandas intrview tips and triks**

To prepare for a Python machine learning interview focusing on pandas, it's essential to understand the types of questions you may encounter and the key concepts related to data manipulation and analysis. Here are some tips and tricks to help you excel in your interview:

Key Topics to Focus On

1. **Pandas Basics**:
   * Understand the fundamental data structures: **Series** and **DataFrame**.
   * Be able to explain how to create these structures and their differences.
2. **Data Manipulation Techniques**:
   * Familiarize yourself with common operations such as filtering, grouping, merging, and aggregating data.
   * Practice using methods like groupby(), merge(), and concat() to manipulate datasets effectively.
3. **Handling Missing Data**:
   * Know how to identify and handle missing values using fillna(), dropna(), and interpolate() methods.
   * Be prepared to discuss strategies like using the Interquartile Range (IQR) for outlier detection and removal[2](https://www.projectpro.io/article/pandas-interview-questions-and-answers/985)[3](https://www.interviewbit.com/pandas-interview-questions/).
4. **Data Preprocessing**:
   * Understand normalization and standardization techniques, particularly using MinMaxScaler and StandardScaler from sklearn.preprocessing[2](https://www.projectpro.io/article/pandas-interview-questions-and-answers/985).
   * Be ready to explain how to clean data, such as removing duplicates or irrelevant features.
5. **Advanced Pandas Features**:
   * Learn about multi-indexing for hierarchical data representation.
   * Familiarize yourself with time series operations, such as resampling and time-based indexing[3](https://www.interviewbit.com/pandas-interview-questions/)[4](https://www.upgrad.com/blog/pandas-interview-questions-answers-for-freshers-experienced/).

Common Interview Questions

* **What is Pandas?**
  + Explain that pandas is a powerful library for data manipulation and analysis in Python, widely used in data science and machine learning projects.
* **How do you filter rows in a DataFrame based on a condition?**
  + You can use boolean indexing, e.g., df[df['column\_name'] > value][2](https://www.projectpro.io/article/pandas-interview-questions-and-answers/985).
* **What are the differences between interpolate() and fillna()?**
  + interpolate() estimates missing values based on surrounding data, while fillna() replaces missing values with a specified constant or method[2](https://www.projectpro.io/article/pandas-interview-questions-and-answers/985).
* **How would you handle outliers in a dataset?**
  + Discuss methods like IQR or z-score for identifying outliers and strategies for either removing or adjusting them[2](https://www.projectpro.io/article/pandas-interview-questions-and-answers/985).

Coding Practice

Be prepared to write code during your interview. Here are some example tasks you might be asked to perform:

* **Filling Missing Values**:

python

df['column\_name'].fillna(value=0, inplace=True)

* **Calculating Median**:

python

median\_value = df['column\_name'].median()

* **Iterating Over Rows**:

python

**for** index, row **in** df.iterrows():

**print**(row['column\_name'])

Additional Tips

* **Practice Coding**: Use platforms like LeetCode or HackerRank to practice coding challenges specifically focused on pandas.
* **Real-World Applications**: Be ready to discuss how you've used pandas in past projects or how it integrates with machine learning workflows.
* **Stay Updated**: Keep abreast of the latest features in pandas by reviewing the official documentation regularly.

**Machine Learning With Python Questions**

This set of Machine Learning interview questions deal with Python-related Machine Learning questions.

**Q1. Name a few libraries in Python used for Data Analysis and Scientific Computations.**

Here is a list of Python libraries mainly used for Data Analysis:

* NumPy
* SciPy
* Pandas
* SciKit
* Matplotlib
* Seaborn
* Bokeh

**Q2. Which library would you prefer for plotting in Python language: Seaborn or Matplotlib or Bokeh?**

It depends on the visualization you’re trying to achieve. Each of these libraries is used for a specific purpose:

* **Matplotlib:** Used for basic plotting like bars, pies, lines, scatter plots, etc
* **Seaborn:** Is built on top of Matplotlib and Pandas to ease data plotting. It is used for statistical visualizations like creating heatmaps or showing the distribution of your data
* **Bokeh:** Used for interactive visualization. In case your data is too complex and you haven’t found any “message” in the data, then use Bokeh to create interactive visualizations that will allow your viewers to explore the data themselves

**Q3. How are NumPy and SciPy related?**

* NumPy is part of SciPy.
* NumPy defines arrays along with some basic numerical functions like indexing, sorting, reshaping, etc.
* SciPy implements computations such as numerical integration, optimization and machine learning using NumPy’s functionality.

**Q4. What is the main difference between a Pandas series and a single-column DataFrame in Python?**
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**Q5. How can you handle duplicate values in a dataset for a variable in Python?**

Consider the following Python code:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | bill\_data=pd.read\_csv("datasetsTelecom Data AnalysisBill.csv")  bill\_data.shape  #Identify duplicates records in the data  Dupes = bill\_data.duplicated()  sum(dupes)  #Removing Duplicates  bill\_data\_uniq = bill\_data.drop\_duplicates() |

**Q6. Write a basic Machine Learning program to check the accuracy of a model,  by importing any dataset using any****classifier?**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | #importing dataset  import sklearn  from sklearn import datasets  iris = datasets.load\_iris()  X = iris.data  Y = iris.target    #splitting the dataset  from sklearn.cross\_validation import train\_test\_split  X\_train, Y\_train, X\_test, Y\_test = train\_test\_split(X,Y, test\_size = 0.5)    #Selecting Classifier  my\_classifier = tree.DecisionTreeClassifier()  My\_classifier.fit(X\_train, Y\_train)  predictions = my\_classifier(X\_test)  #check accuracy  From sklear.metrics import accuracy\_score  print accuracy\_score(y\_test, predictions) |

**Pandas interview questions** that are commonly asked in **data science and machine learning** interviews. Below is a structured summary of the **key topics and solutions** discussed.

**1. Creating and Manipulating DataFrames in Pandas**

**Question:** How do you create a Pandas DataFrame?

* Use pd.DataFrame() with lists or dictionaries.

python

CopyEdit

import pandas as pd

df = pd.DataFrame({'Platform': ['Windows', 'Mac', 'Linux'], 'Users': [1000, 500, 200]})

**Question:** How do you create an empty DataFrame?

* df = pd.DataFrame() (Creates a memory reference with no records).
* df = pd.DataFrame(columns=['Column1', 'Column2']) (Creates an empty DataFrame with specific columns).

**2. Data Type Conversion in Pandas**

**Question:** How do you change the data type of a column?

* Use .astype() to convert column types.

python

CopyEdit

df['Users'] = df['Users'].astype(float)

💡 **Tip:** Use copy=False inside .astype() to avoid returning a new object.

**3. Handling Missing Values**

**Question:** How do you handle missing values in Pandas?

* **Drop missing values**:

python

CopyEdit

df.dropna(inplace=True)

* **Fill missing values with a default value**:

python

CopyEdit

df.fillna(0, inplace=True)

💡 **Tip:** Be prepared to **justify why** you choose dropna() vs. fillna(), especially in real-world data analysis.

**4. Extracting Date and Finding Leap Year**

**Question:** How do you extract the current date and find the next leap year using Pandas?

* Use pd.Timestamp.now() and loop to find the next leap year.

python

CopyEdit

import pandas as pd

def next\_leap\_year():

today = pd.Timestamp.now()

year = today.year

while not pd.Timestamp(year, 2, 29, 0).is\_leap\_year:

year += 1

return today.date(), year

print(next\_leap\_year())

💡 **Tip:** Pandas internally uses Python’s datetime module for date manipulations.

**5. Grouping and Sorting Data in Pandas**

**Question:** How do you find the **top 3 rows** based on a column after groupby()?

* Use .groupby() followed by .nlargest().

python

CopyEdit

df.groupby('4G')['int\_memory'].nlargest(3)

💡 **Tip:** This method is commonly used in **telecom and e-commerce analytics**.

**Question:** How do you check if **all 4G phones have 3G and Wi-Fi enabled**?

* Use groupby() and check distributions.

python

CopyEdit

df.groupby(['4G', '3G'])['WiFi'].count()

* If 1,0 (4G phone without 3G) **doesn’t exist**, then all 4G phones have 3G.

**6. Finding the Row with Maximum RAM for Each Price Range**

**Question:** How do you find the row containing the **highest RAM** for each price range?

* Use .groupby() with .idxmax().

python

CopyEdit

df.loc[df.groupby('price\_range')['ram'].idxmax()]

💡 **Tip:** idxmax() returns the index of the highest value, which can be used to retrieve full row data.

**7. Working with Multi-Index DataFrames**

**Question:** How do you sum values at level 0 in a Multi-Index DataFrame?

* Use .xs() and .sum().

python

CopyEdit

df.xs(key=0, level=0).sum()

💡 **Tip:** Multi-indexing is useful in **financial and stock market analysis**.

**8. Exploding and Splitting List Columns in DataFrames**

**Question:** How do you **convert a list column into multiple rows**?

* Use .explode().

python

CopyEdit

df.explode('subjects')

**Question:** How do you **convert a list column into multiple columns**?

* Use pd.DataFrame().

python

CopyEdit

pd.DataFrame(df['subjects'].tolist())

💡 **Tip:** **Exploding vs. Splitting:** Exploding keeps values in rows, while splitting distributes them into columns.

**9. Difference Between set\_index() and reindex()**

**Question:** What is the difference between set\_index() and reindex()?

* **set\_index()**: Converts a column into an index.
* **reindex()**: Matches new indices with existing ones, filling missing values with NaN.

python

CopyEdit

df.set\_index('name', inplace=True)

df.reindex(['Rahul', 'Sita', 'John'])

💡 **Tip:** set\_index() requires **unique** values, while reindex() can introduce NaN.

**10. Renaming Columns and Indices in Pandas**

**Question:** How do you rename columns in Pandas?

* Use .rename().

python

CopyEdit

df.rename(columns={'old\_column': 'new\_column'}, inplace=True)

**Question:** How do you rename index labels?

* Use .index.names.

python

CopyEdit

df.index.names = ['New\_Index']

💡 **Tip:** This is useful for **restructuring datasets** for reporting.

**11. Sorting Data in Pandas**

**Question:** How do you sort a DataFrame by **ascending age** and **descending subject**?

* Use .sort\_values().

python

CopyEdit

df.sort\_values(by=['age', 'subjects'], ascending=[True, False])

💡 **Tip:** Sorting is **essential for ranking and leaderboard data analysis**.

**12. Finding Rank of a Value in Pandas**

**Question:** How do you find the **rank of a person** based on a column?

* Use .rank().

python

CopyEdit

df['rank'] = df['age'].rank()

💡 **Tip:** This is commonly used in **sports, university rankings, and employee performance evaluations**.

**13. Time Series Operations in Pandas**

**Question:** How do you **increment the current date by P days**?

* Use pd.to\_timedelta().

python

CopyEdit

df['new\_date'] = df['current\_date'] + pd.to\_timedelta(5, unit='D')

💡 **Tip:** **Time series manipulations** are common in **forecasting and trend analysis**.

**Final Takeaways**

✅ **Pandas is crucial for data manipulation**—master **grouping, merging, filtering, and sorting**.  
✅ **Learn Pandas for both structured and unstructured data processing**.  
✅ **Understand when to use Pandas vs. SQL for data handling in interviews**.  
✅ **Practice live coding in Pandas to improve speed and accuracy** in technical rounds.